R Notebook

This is an [R Markdown](http://rmarkdown.rstudio.com) Notebook. When you execute code within the notebook, the results appear beneath the code.

Try executing this chunk by clicking the *Run* button within the chunk or by placing your cursor inside it and pressing *Ctrl+Shift+Enter*.

if (!require(caret)) install.packages("caret", dependencies=TRUE)

## Loading required package: caret

## Loading required package: ggplot2

## Loading required package: lattice

if (!require(corrplot)) install.packages("corrplot", dependencies=TRUE)

## Loading required package: corrplot

## corrplot 0.95 loaded

library(ggplot2)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(caret)  
library(randomForest)

## randomForest 4.7-1.2

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(corrplot)  
library(reshape2)  
  
  
  
plot(cars)
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# Load the dataset

stroke\_data <- read.csv("healthcare-dataset-stroke-data.csv")

# Remove ‘id’ column as it is not useful for prediction

stroke\_data <- stroke\_data[, !names(stroke\_data) %in% "id"]

# Check for missing values

sum(is.na(stroke\_data))

## [1] 0

# Replace non-numeric values in ‘bmi’ with NA and impute missing values with mean

stroke\_data$bmi <- as.numeric(gsub("[^0-9.]", "", stroke\_data$bmi))  
stroke\_data$bmi[is.na(stroke\_data$bmi)] <- mean(stroke\_data$bmi, na.rm = TRUE)

#Imputing missing values in ‘bmi’ with mean

stroke\_data$bmi[is.na(stroke\_data$bmi)] <- mean(stroke\_data$bmi, na.rm = TRUE)

# Convert categorical variables to factors

cat\_cols <- c("gender", "hypertension", "heart\_disease", "ever\_married",  
 "work\_type", "Residence\_type", "smoking\_status", "stroke")  
stroke\_data[cat\_cols] <- lapply(stroke\_data[cat\_cols], as.factor)

# Distribution of Numerical Features

numeric\_features <- stroke\_data[, sapply(stroke\_data, is.numeric)]  
par(mfrow = c(2,2))  
lapply(names(numeric\_features), function(col) hist(numeric\_features[[col]],  
 main = paste("Histogram of", col), xlab = col, col = "blue"))

## [[1]]  
## $breaks  
## [1] 0 5 10 15 20 25 30 35 40 45 50 55 60 65 70 75 80 85  
##   
## $counts  
## [1] 320 187 237 281 268 277 329 345 374 365 431 392 339 255 245 349 116  
##   
## $density  
## [1] 0.012524462 0.007318982 0.009275930 0.010998043 0.010489237 0.010841487  
## [7] 0.012876712 0.013502935 0.014637965 0.014285714 0.016868885 0.015342466  
## [13] 0.013268102 0.009980431 0.009589041 0.013659491 0.004540117  
##   
## $mids  
## [1] 2.5 7.5 12.5 17.5 22.5 27.5 32.5 37.5 42.5 47.5 52.5 57.5 62.5 67.5 72.5  
## [16] 77.5 82.5  
##   
## $xname  
## [1] "numeric\_features[[col]]"  
##   
## $equidist  
## [1] TRUE  
##   
## attr(,"class")  
## [1] "histogram"  
##   
## [[2]]  
## $breaks  
## [1] 40 60 80 100 120 140 160 180 200 220 240 260 280  
##   
## $counts  
## [1] 220 1312 1599 860 298 153 85 149 229 150 46 9  
##   
## $density  
## [1] 2.152642e-03 1.283757e-02 1.564579e-02 8.414873e-03 2.915851e-03  
## [6] 1.497065e-03 8.317025e-04 1.457926e-03 2.240705e-03 1.467710e-03  
## [11] 4.500978e-04 8.806262e-05  
##   
## $mids  
## [1] 50 70 90 110 130 150 170 190 210 230 250 270  
##   
## $xname  
## [1] "numeric\_features[[col]]"  
##   
## $equidist  
## [1] TRUE  
##   
## attr(,"class")  
## [1] "histogram"  
##   
## [[3]]  
## $breaks  
## [1] 10 15 20 25 30 35 40 45 50 55 60 65 70 75 80 85 90 95 100  
##   
## $counts  
## [1] 44 493 1070 1610 985 500 253 76 46 20 8 1 1 1 0  
## [16] 0 1 1  
##   
## $density  
## [1] 1.722114e-03 1.929550e-02 4.187867e-02 6.301370e-02 3.855186e-02  
## [6] 1.956947e-02 9.902153e-03 2.974560e-03 1.800391e-03 7.827789e-04  
## [11] 3.131115e-04 3.913894e-05 3.913894e-05 3.913894e-05 0.000000e+00  
## [16] 0.000000e+00 3.913894e-05 3.913894e-05  
##   
## $mids  
## [1] 12.5 17.5 22.5 27.5 32.5 37.5 42.5 47.5 52.5 57.5 62.5 67.5 72.5 77.5 82.5  
## [16] 87.5 92.5 97.5  
##   
## $xname  
## [1] "numeric\_features[[col]]"  
##   
## $equidist  
## [1] TRUE  
##   
## attr(,"class")  
## [1] "histogram"

par(mfrow = c(1,1))
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# Convert numeric features to long format explicitly

numeric\_features\_long <- melt(numeric\_features, id.vars = NULL, measure.vars = names(numeric\_features))

# Boxplot for Outlier Detection

ggplot(numeric\_features\_long, aes(x = variable, y = value)) +  
 geom\_boxplot(aes(fill = variable)) +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 ggtitle("Boxplot of Numerical Features")
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# Correlation matrix

cor\_matrix <- cor(numeric\_features, use = "complete.obs")  
corrplot(cor\_matrix, method = "color", tl.cex = 0.8)

![](data:image/png;base64,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)

# Outlier Detection and Removal (Using IQR)

outlier\_removal <- function(x) {  
 Q1 <- quantile(x, 0.25, na.rm = TRUE)  
 Q3 <- quantile(x, 0.75, na.rm = TRUE)  
 IQR <- Q3 - Q1  
 x[x < (Q1 - 1.5 \* IQR) | x > (Q3 + 1.5 \* IQR)] <- NA  
 return(x)  
}  
  
stroke\_data[names(numeric\_features)] <- lapply(stroke\_data[names(numeric\_features)], outlier\_removal)  
stroke\_data <- na.omit(stroke\_data)

# Standardization (Scaling Numeric Features)

stroke\_data[names(numeric\_features)] <- scale(stroke\_data[names(numeric\_features)])

# Splitting data into training and testing sets

set.seed(123)  
train\_index <- createDataPartition(stroke\_data$stroke, p = 0.8, list = FALSE)  
train\_data <- stroke\_data[train\_index, ]  
test\_data <- stroke\_data[-train\_index, ]

# Logistic Regression Model

stroke\_model <- glm(stroke ~ ., data = train\_data, family = binomial)  
pred\_probs <- predict(stroke\_model, test\_data, type = "response")  
pred\_labels <- ifelse(pred\_probs > 0.5, 1, 0)  
conf\_matrix <- confusionMatrix(factor(pred\_labels, levels = levels(test\_data$stroke)), test\_data$stroke)  
print(conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 845 33  
## 1 0 0  
##   
## Accuracy : 0.9624   
## 95% CI : (0.9476, 0.974)  
## No Information Rate : 0.9624   
## P-Value [Acc > NIR] : 0.5461   
##   
## Kappa : 0   
##   
## Mcnemar's Test P-Value : 2.54e-08   
##   
## Sensitivity : 1.0000   
## Specificity : 0.0000   
## Pos Pred Value : 0.9624   
## Neg Pred Value : NaN   
## Prevalence : 0.9624   
## Detection Rate : 0.9624   
## Detection Prevalence : 1.0000   
## Balanced Accuracy : 0.5000   
##   
## 'Positive' Class : 0   
##

# Decision Tree Model

tree\_model <- train(stroke ~ ., data = train\_data, method = "rpart")  
tree\_pred <- predict(tree\_model, test\_data)  
tree\_conf\_matrix <- confusionMatrix(tree\_pred, test\_data$stroke)  
print(tree\_conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 845 33  
## 1 0 0  
##   
## Accuracy : 0.9624   
## 95% CI : (0.9476, 0.974)  
## No Information Rate : 0.9624   
## P-Value [Acc > NIR] : 0.5461   
##   
## Kappa : 0   
##   
## Mcnemar's Test P-Value : 2.54e-08   
##   
## Sensitivity : 1.0000   
## Specificity : 0.0000   
## Pos Pred Value : 0.9624   
## Neg Pred Value : NaN   
## Prevalence : 0.9624   
## Detection Rate : 0.9624   
## Detection Prevalence : 1.0000   
## Balanced Accuracy : 0.5000   
##   
## 'Positive' Class : 0   
##

# Random Forest Model

rf\_model <- randomForest(stroke ~ ., data = train\_data, ntree = 100)  
rf\_pred <- predict(rf\_model, test\_data)  
rf\_conf\_matrix <- confusionMatrix(rf\_pred, test\_data$stroke)  
print(rf\_conf\_matrix)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 845 32  
## 1 0 1  
##   
## Accuracy : 0.9636   
## 95% CI : (0.9489, 0.9749)  
## No Information Rate : 0.9624   
## P-Value [Acc > NIR] : 0.4755   
##   
## Kappa : 0.0567   
##   
## Mcnemar's Test P-Value : 4.251e-08   
##   
## Sensitivity : 1.0000   
## Specificity : 0.0303   
## Pos Pred Value : 0.9635   
## Neg Pred Value : 1.0000   
## Prevalence : 0.9624   
## Detection Rate : 0.9624   
## Detection Prevalence : 0.9989   
## Balanced Accuracy : 0.5152   
##   
## 'Positive' Class : 0   
##